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1 Abstract

Boosting is an important concept in machine learning to create classification
algorithms. AdaBoost and NH-Boost.DT are two existing boosting algorithms,
which both use a different online allocation algorithm as subroutine. However,
there is a third online allocation algorithm that has not been used for boosting
yet, named Squint.

In this thesis we have created a new boosting algorithm, SquintBoost, that uses
Squint as online allocation algorithm. The advantage of Squint over the online
allocation algorithms that are used for AdaBoost and NH-Boost.DT is that it has
a better regret bound. By zooming in on the training error, we prove that this
advantage also gives a lower upper bound for the training error of SquintBoost.



Contents

1 Abstract 2
2 Introduction 4
2.1 Motivation . . . ... .. L e 4
2.2 Classification . . . . . . .. . ... ... .. 4
2.3 Boosting . . . . ... Lo 5
2.4 Oanline allocation algorithm . . . . . ... ... ... ....... 6
3 The boosting set up 7
4 Analysis of the existing boosting algorithms
4.1 Upper bound of the error of AdaBoost . . . . .. ... ... ...
4.2 Normal Hedge . . . . . . .. ... ... . . oL 14
5 Plugging Squint into a boosting algorithm 17
5.1 SquintBoost . . . . . . ... 17
5.2 Upper bound of the training error of SquintBoost . . . . . . . .. 17
5.3 Comparing upper bounds . . . . ... ... .. 0L 21
6 Summary and future work 21



2 Introduction

2.1 Motivation

The main goal of this thesis is to see whether a better boosting algorithm can
be created by using Squint as online allocation algorithm. AdaBoost and NH-
Boost.DT are two boosting algorithms that use respectively Hedge and Normal-
Hedge.DT as online allocation algorithm. We are going to prove what the upper
bound of the training error for the new boosting algorithm is and compare this
to the upper bounds of the existing algorithms. In Vente [7] these algorithms are
tested in experiments to be able to compare their performance in practice.

Before we will zoom in on the existing algorithms, we discuss what the use is of
boosting for classification problems and how it can be used. In Chapter 3 the
technical set up for boosting is discussed and in Chapter 4 the theorems about
the upper bounds of the training error of AdaBoost and NH-Boost.DT will be
proven according to the proofs given in Freund and Schapire [3] and Luo and
Schapire [6]. Then, in Chapter 5, the new boosting algorithm SquintBoost is
introduced and it is proven what the upper bound for the training error of this
new algorithm is.

2.2 Classification

The boosting algorithms that are discussed in this thesis are meant to solve
classification problems. This means that they identify for an input vector to
which of a set of categories ) it belongs. Given a training set containing a set
of observations with corresponding output, the algorithm learns to classify input
correctly. The training set is of the following form:

Yi
Foric {1,...,N}: with ; e RY, d € N and y; € V.

Ty

The vector x; consists of d properties and y; is the desired output. A classification
algorithm is used to predict what the output will be given any new input vector
a that is not in the training set.

Example 2.1. Handwritten digit recognition (see also Hastie et al. [4]).

Consider a set letters with handwritten zip codes. Now the algorithm is meant
to decide which digits are written on the basis of the given pixels. This is an
example of a classification problem. In this example y; would be the i-th number
that is used for training and x; would consist of all the characteristics of the
pixels of this number. Some digits are easier than others, since for example the
8 does not really look like any other digit, while the 1 and 7 quite look alike
in certain handwritings. If this classification can be done accurate enough, the
resulting algorithm could be used as part of an automatic sorting procedure
for these letters. Note that it is very important that the error is low for this
algorithm, since it would be a problem if letters were misdirected. An option to
achieve such a low error, is to classify certain digits which are hard to classify to
an extra category that has to be sorted by hand afterwards.



In this thesis we will mainly address binary classification problems. For these
problems the set of labels )’ has only two elements. As discussed in Freund and
Schapire [3], algorithms used for binary classification problems can be generalized
to classification problems with n categories by splitting the problem in %n(n -1)
binary problems. Then the boosting is done separately on each of the binary

problems.

2.3 Boosting

Boosting is a part of machine-learning which uses weak learners to create one
strong learner. A weak learner is a classifier that performs only slightly better
than random guessing. So for binary classification problems, the weak learner
only has to be correct just a little more than half of the time. A good way to
create such a weak learner is described in Hastie et al. [4]. They explain how
decision stumps can be used to create a weak learner. A decision stump is a
binary tree with a single split. So these decision stumps take only one property
of the input into account and classify on the basis of this property. As long as
the error of this decision stump is not equal to % it is useful for boosting. Note
that if the error is bigger than %, the weak learner just has to classify the other
way around. The weak learner determines its hypothesis on the basis of weights
that are assigned to each training example. The boosting algorithm uses these
examples to extract the hard cases and assigns a higher weight to those cases
than to the easy examples. By repeating this on the training data, the weights
are updated and so a strong learner, a classifier with much higher accuracy, is
created. For the updating of the weights, an online allocation algorithm is used.
These algorithms will be discussed in the next paragraph.

AdaBoost, as described in Freund and Schapire [3], is a boosting algorithm that
uses Hedge as online allocation algorithm to create a strong learner out of a
weak learner. At first, all the training examples get the same weight and a
weak learning algorithm produces a hypothesis on the basis of these examples,
but then the algorithm determines which examples are harder than others. The
hard examples get a higher weight according to the Hedge algorithm to reduce the
error of the algorithm. After T rounds in which the weak learner has produced T’
hypotheses hy for t € {1,...,T}, the final classification hypothesis is determined
on the basis of all these T" hypotheses.

NH-Boost.DT, as described in Luo and Schapire [6], is a boosting algorithm that
is computationally faster than AdaBoost. This advantage is achieved by ignoring
a large number of easy examples in each round. Since NH-Boost.DT sets multiple
weights to zero, these examples do not have to be taken into account by the weak
learner. As more rounds have been run, the examples with zero weights increase,
so the algorithm gets faster each round. For this boosting algorithm, the online
allocation algorithm NormalHedge.DT is used. As will be proven in Chapter 4,
the training error of NH-Boost.DT has an upper bound which is comparable to
AdaBoost. Since the algorithm is faster, the training error will thus decrease
faster than the training error of AdaBoost.



2.4 Online allocation algorithm

Assume there are N strategies and T is the number of iterations. An online
allocation algorithm is used to choose for every ¢t € {1,...,T} a distribution p;
over these N strategies such that the suffered loss is as small as possible. For an
online allocation algorithm, the loss I; is defined dependent on the “game” it is
used for such that the goal of the algorithm is to minimize its cumulative loss.
The loss can be interpreted as the prediction error. Since p; is a distribution, we
have Zf\il Dt,i = 1, where p;; > 0 is the amount allocated to strategy . Now on
iteration t the suffered loss is defined as p; - I; = ZZ]\LI De,ilt ;-

The regret Ry gives the difference between the loss of the algorithm and the loss
of the best strategy, so Ry = ZtT:l Py -l —min; 23:1 l¢ ;. So when this difference
is small, the algorithm performs well.

Hedge is introduced in 1997 by Freund and Schapire [3]. It is an algorithm used
for online allocation problems. Hedge is nowadays still widely used for multiple
purposes. It updates the given weights such that the suffered loss is small. To
do so, it calculates on every iteration the suffered loss and the weights of the
strategies that have suffered much loss are relatively decreased with respect to the
weights of the strategies that have suffered few loss. Twelve years after Hedge was
introduced, Chaudhuri, Freund and Hsu have invented a new algorithm called
NormalHedge [2] and in 2014 Luo and Shapire introduced NormalHedge.DT in
[6]. With this last algorithm they created a new boosting algorithm, named NH-
Boost.DT. NormalHedge.DT is comparable to Hedge but chooses the weights
in a different manner. Its regret bound is comparable to that of Hedge too.
Finally, Squint, as introduced in Koolen and van Erven [5], is proven to perform
significantly better on easy data, since it has a better regret bound.

As shown in Freund and Schapire [3], for the regret of Hedge the following holds:
Rr=0 (\/Tln N) (1)

For NormalHedge.DT we consider the upper bound for the e-regret. The e-regret
is defined as RS = ZtT:lpt - Zle l¢i., where i, is the index of the action
that is the [ Ne]-th element of the list of actions sorted by their total losses after
T rounds from smallest to largest. For the e-regret of NormalHedge.DT we have:

R =0 (\/Tln (1) + Tln(lnT)) @)

For Squint, we consider the regret with respect to a set of strategies IC, which
are referred to as “experts” in Koolen and van Erven [5]. The regret is defined as
Ry =1 pi-l;— Y], l;; and the regret with respect to a set of strategies as
Rk = ED(i|K)(RiT), with D the prior distribution on the strategies. For K the set
of strategies with index smaller than or equal to i, in combination with a uniform
prior, you get the e-regret. So this regret R§ is even more general than the e-

regret. Denote by V4 the variance of the i-th strategy: Vi = Zthl(Pt Ay —10)2
Now we define V.5 = ED(,-“C)(V%). For Squint the regret with respect to a set of
strategies is of the following order:

R§_o< v§1n<[1)rz,€)>+1n(;)n£))> (3)




As is explained in Koolen and van Erven [5], the variance V& can be much smaller
than T and can not be larger than T', which implies that the upper bound for
Squint is smaller than the upper bounds of the other algorithms. Because of
that we are going to try to create a boosting algorithm with Squint and evaluate
whether this advantage of Squint can be an advantage for boosting too.

Firstly, we have to find a way to convert Squint into a boosting algorithm. Freund
and Schapire [3] do not mention how a boosting algorithm can be created in
general, since AdaBoost has immediately incorporated Hedge in it. Secondly, we
are going to prove what the upper bound will be for the new algorithm that is
created with Squint. To do this, we first take a closer look at the upper bounds
which were found for AdaBoost and NH-Boost.DT.

3 The boosting set up

A boosting algorithm is used for classification problems. Let d be the number
of properties taken into account and let ) be the set of labels. As mentioned
before, the algorithm needs training examples as input. So it needs N labeled
examples, where the training examples are of the following form:

Yi
Forie {1,...,N}: with x; € R? and some d € N and y; € ).
T

The vector x; consists for every example of d properties and y; is the desired
output. Moreover, the algorithm needs an integer 7" which denotes the number
of iterations. Now wy; is the weight assigned to example ¢ on iteration ¢. For
the first weights w,, distribution D is used. So wy,; = D(i) and since D is a

distribution, it follows that va:l wy,; = 1.

Algorithm 1 Hedge(f)
Require:
B el0,1]
initial weight vector w; € [0,1]" with Ef\; wy; =1
integer T' specifying number of iterations
:fort=1,2,...,7T do
Choose allocation p; = =z

[

ElNzl Wt,i
3: Receive loss vector I; € [0,1]" from environment
4: Suffer loss p; - ;.
5: Set the new weights vector to be
Wipri = Wi - B
6: end for

For AdaBoost, the online allocation algorithm Hedge is used for updating the
weights on every iteration. The pseudo-code for Hedge, as given in [3], is shown
in Fig. 1. This algorithm needs 8 € [0, 1] as input and updates the weights on



the basis of the loss vector. On every iteration of AdaBoost, this 3 is calculated
dependent on the error ¢; of the hypothesis for iteration t.

With the weights, the distribution p; is set to p; = ﬁ The weak learning
algorithm WeakLearn is provided with this distribution and generates a hy-
pothesis hy : X — [0, 1]. If we have hi(x;) # y;, the hypothesis makes a mistake.
Now the loss is set to be l; ; := 1 —|h¢(x;) —y;| and for every iteration the error is
& = Zi\; pr.i|he(x;) — yi|. Moreover, B, is chosen to be 5, = ¢;/(1 —¢;) and the
weights are updated according to this §; and loss l; ;. After T iterations, the final
hypothesis is determined on the basis of the T hypotheses h; for t € {1,...,T}.

Thus, the AdaBoost algorithm is as shown in Fig. 2.

Algorithm 2 AdaBoost
Require:
sequence of N labeled examples ((x1,y1),..., (N, yN)), i € {0,1}
distribution D over the N examples
weak learning algorithm WeakLearn
integer T specifying number of iterations
1: procedure Boosting
2 Initialize the weight vector wy; = D(i) for i =1,..., N.
3: fort=1,2,...,T do
4.
5

Set p; = ORI 2

Call Weakféarfll, providing it with the distribution p; and receive
a hypothesis h; : X — [0, 1].

6: Calculate the error of hy : ¢ = Zf\il Drilhe (i) — il
T Set 6t:£t/(1*£t)-
8: Update the weights:

Wig1i = Wy - 53—\ht(wi)—yi|

9: end for
10: return final hypothesis

he(z) : R = {0,1}, hy(x) :=
0 otherwise

11: end procedure

For NH-Boost.DT, the hedging algorithm NormalHedge.DT is used, so the biggest
difference between AdaBoost and NH-Boost.DT is how the weights are updated.
Instead of multiplying the weights by a factor Btl “lhe@a—vil o every iteration,
[St—l,i—l]z_ [St—l,i+1]2_ _1
3t 3t )
where s;_1,; is determined according to the algorithm NormalHedge.DT. The
notation [s]_ stands for min{0, s}. Moreover, the final hypothesis for Normal-
Hedge.DT is just a majority vote of all the hypotheses h; for t € {1,...,T}. Note
that NH-Boost.DT uses label set Y = {—1, 1}, while AdaBoost uses ) = {0, 1},

since this makes in both cases the proof of the upper bound easier. The algorithm

the weights are set proportional to exp ( — 1) — exp



NH-Boost.DT is thus as shown in Fig. 3.

Algorithm 3 NH-Boost.DT
Require:
sequence of N labeled examples ((x1,y1),..., (N, yNn)), ¥i € {—1,1}
weak learning algorithm WeakLearn
integer T' specifying number of iterations
procedure Boosting
Set So = 0.
fort=1,2,...,T do
Set pri o< exp([se—1,; — 12 /3t) — exp([st—1,; + 1]* /3t), for all .
Call WeakLearn, providing it with the distribution p; and receive
a hypothesis hy : X — {—1,1} with edge v, = %Zf\il Priyihe ().
: Set st = s¢—1, + %ylht(wz) — ~y; for all 4.
7 end for
8: return final hypothesis

T
hy(z) : RY — {~1,1}, hy(z) := sign (Z ht(w)>

9: end procedure

4 Analysis of the existing boosting algorithms

In [3], Freund and Shapire find an upper bound for the training error of the
AdaBoost algorithm. First we are going to prove that this upper bound indeed
holds for AdaBoost. Moreover, we zoom in on the proof of the upper bound of
the training error of NH-Boost.DT. Then we can analyze how to find a way to
create a boosting algorithm with Squint and find an upper bound for the training
error of this new algorithm.

4.1 Upper bound of the error of AdaBoost

For the proof of the upper bound for the training error of AdaBoost, the following
lemma is needed.

Lemma 4.1. For every a > 0 and r € [0,1] the following holds:
a"<1-(1-a)r (4)

Proof. When taking the second derivative of the difference, the following is found.

d2 T r 2

W(a —1+(1—-a)r)=a"-In*(r) >0 (5)
since a > 0, so the difference is convex. f(r) = o” and g(r) =1 — (1 — a)r
intersect for r = 0 and r = 1, since f(0) =a® =1=1- (1 —a)-0 = g(0)
and f(1) =al =a=1-(1—-a) 1= g(1). So the difference is 0 for r = 0



and r = 1 and is convex in between, so &” > 1 — (1 — a)r for r € [0,1] or

o <1—(1—a)r for r € [0,1]. We find that La"[,—g = a"In(r)|,—o = —oo.
Moreover, d%(l —1=a)r)|p=0 =1—q, so d%oﬂrzo < d%l — (1 = @)r|r=0, so
a” <1—(1—-a)rforrel0,1]. O

Now we can prove the following theorem, as proven in Freund and Schapire [3],
about the upper bound for the training error of AdaBoost.

Theorem 4.2. Let ¢1,...,e7 be the errors of the generated hypotheses of the
weak learmng algorithm WeakLearn, when called by AdaBoost. Then the training
error € = Z 1 D(0)1{hy(x;) # v} of the final hypothesis hy output by AdaBoost
is bounded above by

T
e<2'[[Veal-e) (6)

Proof. Since hi(x;) € [0,1] and y; € {0,1} we have that |h(x;) — y;| € [0,1], so
1 — |hi(2:) — yi € [0,1]. Note that SN pr; =1 and S0, prilhe(®:) — vi| = &
by definition. Moreover, p;; = %, SO Wy, = Pt - Z;\le wy,j. Since B¢ > 0
by definition, Lemma 4.1 can be used and it follows that

N N
1—|he(®s) =yl
E Wiy, = E Wy, B;
i=1 i=1
N

< wa (1= (1 =B = |he(5) — wil))

=1

I
Mz

1*51& Zptz Zwt] 1*\ht($i)*yi|)

=1

= (Zw“> (1= (1-B)(1—e)) (7)

Note that 3; € [0,1] forallt € {1,...,T}and e; € [0,1], 80 1—(1—3;)(1—¢;) >0
for all t. By repeating this inequality, we get that

N
ZU}T-‘ﬂ > (Zsz> 1 - 1 - 5T)(1 - Et))
i=1

< (Z wTLi) (1= =Br-1)1 —er—1)) (1= (1= Br)(1 - &)
N T

<. < (Z wl,i) H (1= (1—=p8)(1—¢))
=1 t=1

(1= (1—8)(1—¢)) (8)

T
=1

t

10



First suppose that y; = 0. Then h; makes a mistake on instant ¢ if hy(x;) = 1,
so then, according to the AdaBoost algorithm, the following holds

Zlog 1/Be)he(xi) > Zlog (1/8:)
t=1

= Zlog Bi)ha(xi) > —{jlog Br) (9)

t=1

Now we get, since h¢(x;) > 0, that

HIB [he (@) —yil Hﬁ | (@) —0| —6_2‘ 1 log(Be)hi(2:) (10)

t=1

T T _%
_1
Z 67% 23:1 log(Bt) — H elog(,@t 2) — <H ﬂt) (]_1)

t=1 t=1

Now suppose that y; = 1. Then hy makes a mistake on instant ¢ if hy(x;) = 0,
so then, according to the AdaBoost algorithm, the following holds

Zlog 1/Be)he (i) Zlog 1/8:)

= Zlog Be)he(;) Zlog Bt) (12)

t=1

Now we get, since hy(z;) € [0,1] and thus h¢(x;) — 1 < 0, that

T T T T
—|hi(®i)—y: —|hi(xi)— hi(x; _

TT 5 etewl = T g P11 — T il . T

t=1 t=1 t=1 s=1

T T
— eXimilog(Be) he(i) | Hﬁs_l S o3 Lim1log(Br) H o
s=1 s=1

1

T ., T T 3
=[O [ 5t = (H Bt> (13)
t=1

Since y; € {0,1}, we have dealt with all the cases, so hy only makes a mistake
on instance 7 if

T T E
Hﬁt—\ht(mi)—yﬂ > <H ﬁt) (14)

t=1 t=1

The fifth step of the algorithm gives us that

W41 = wr zﬂl |hr (i) —y:| _ = wr_14 51 |hr—1 (i) =il .B;—|hT(mi)—yi\
T T
1—|he(x;)—y; . —|he(@i)—yi
:"':wl,i'Hﬁt [he ( )l/\:D(Z)Hﬂtl [he (i) —yil (15)
t=1 t=1

11



Combining (14) and (15), we find, since wry1; > 0 for all i € {1,..., N}, that

N
Z Wr41,i 2 Z Wr41,5
i=1

i:hy (i) #yi

_ Z D Hﬂl [he (i) —yil

i hf(‘l’z)?éyz =

>y Df[ (ﬁ&)z

i:hf (ml);éy?

-

=¢&- (H 5t> (16)

So, it follows, since Hthl B¢ > 0, that

1

WT41,i * <H ﬂt)
T
(1= —¢&)(=5))- (H 5t>

1—(1—¢)(1—p)
Vi

Now by calculating the derivative of this upper bound, we get

o
IA
MZ

ﬁ
Il
-

IA
e

<.
Il
-

I
=

~
I
-

1

A (100 h .
g (P s - e ) + 52 sgg)

To find out for which S the upper bound is the smallest, we set the derivative
equal to zero. This gives us the following

w\»—-
w\w

5 (1—=(1—e&)(1—5))

= B =

(1—e) =48,

&t

- (19)

If this S; is plugged into the upper bound, as done by AdaBoost, it follows that

T £
1—(1—¢)(1 -2
£t<|| ( f)g( 1_8‘)

1—¢4

= 2T H (1 — Et)it (20)

12



So the upper bound of AdaBoost only depends on 7', the number of time steps,
and ¢; for every t € {1,2,...,T}. Since the error ¢; lies in the interval [0, 1] for
every t € {1,2,...,T}, we find that &(1 — &) € [0, 3] and thus \/&,(1 — &) €
[0, %] So for every extra time step, the upper bound of the error is multiplied
by 24/€:(1 — ¢;) < 1. By increasing the number of time steps the upper bound
will already decrease if the error of the hypothesis is only slightly smaller than %
Moreover, note that the upper bound of the error does not only depend on the
hypothesis with the biggest error, which is mostly the case for other algorithms,
but depends on all hypotheses.

To find an upper bound that is easier to interpret, we prove the following lemma,
which is also stated and proven in Freund and Schapire [3].

Lemma 4.3. Suppose the setting is the same as in Theorem 4.2. The error
€= Zi\; D(i)1{h¢(x;) # yi} of the final hypothesis hy output by AdaBoost is
bounded above by

T
e < exp (—2 ZW?) (21)
t=1
1_

with ¢ = 5 — €. In the case that the errors ¢, of all the hypotheses are smaller
than or equal to % — 7, Eq. (21) implies that

e < eXp(—2T'y2) (22)

Proof. As we have proven in Theorem 4.2, we already know that the error is
bounded above by & < 27 HtT:l er (1 — &4).

We find that

T
=[] /1-4? (23)

Now we use the Kullback-Leibler divergence, so that Pinsker’s inequality can be
used. As described in [1], this divergence is defined as

kl(p,q) =pln (%) +(1-p)ln (%_f;) (24)

By choosing p = % and ¢ = % — ¢ we get,

=—In (\/1—4%2 (25)



Now it follows that

T
= exp (Zk](é,éfﬁ)) (26)

As stated in equation (2.8) in the article of Bubeck and Cesa-Bianchi [1], for
every p,q € R, the following holds:

Kl(p, q) > 2(p — q)*.

Plugging in p = % and q = % — Y, gives

Kl(5,5 —7) 2 2(3 — (5 =) =297 (27)

The following upper bound for ¢ follows:
) % - 7t)>

T T
e < H\/1_4’Yt2 = exp (—Zk](
t=1 t=1
T
< exp (—227,?) (28)
t=1

Note that if the errors ¢; of all the hypotheses are smaller than or equal to % -,
this implies

(SIS

e < exp (—2T7°)

4.2 Normal Hedge

Now we consider NH-Boost.DT based on NormalHedge.DT as described by Luo
and Schapire [6]. For ¢t € {1,...,T}, we define edge v = %Zi\rzl DriYihe ().
This edge v; can be interpreted as the advantage of hypothesis h; on iteration ¢
over random guessing. So hypothesis h; is correct for an example with probability
% +v¢. Now NH-Boost.DT guarantees that there exists a small edge v such that
v<myforallte{l,...,T}. Let (z;,y;)i=1,.. ~ be the set of training examples
where x; € R? is an example and y; € {—1,1} its label. Now we can prove
the following theorem, as stated and proven in Luo and Schapire [6], for NH-
Boost.DT.

Theorem 4.4. Let Y = {—1,1} be the set of labels. After T rounds, the training
error of NH-Boost. DT is at most exp(—3T* + In(InT% + 5)), which is up to
logarithmic factors of order O(exp(—%T’yQ)).

Proof. Let (&;,9;)i=1,2,....n be the set examples, ordered such that

T

D ihe(@1) <Y dahi(®2) < <> gnhi(@n) (29)
t=1 t=1

t=1

14



Set l;; = L{hy(x;) = v} = %yiht(wi) + % and denote by ZNt,j the loss on the
sorted examples: I; ; = 1{h;(&;) = y;}. Note that hy(2;)%; = 1 if and only if
hi(&;) = y;. Besides, we have hy(&;)g; = —1 if and only if h(Z;) # §;. Now for
every i € {1,..., N} the following holds:

T T T
D ha(@)G =Y W{he(@) =G} — Y (@) # 5}
T
= Z ]]‘{ht(:il) = gz} - <T - Z ﬂ{ht(:iz) = gz}>
th t=
—23 h-T (30)
t=1

This implies that if 4,5 € {1,..., N} such that j <, and thus Zthl Gihe(25) <
Z?:l gihe(Z;), we have

T T T
Zyjht (&) =2 L;j—T<> Gihu(@)=2> L —T
t=1

Now we use for every t € {1,...,T}:

So it follows that

1

2 2
1 1 & (L 1
=2+TZ<ZPt,ilm—2>

Consider the e-regret RS for € = j/N. Then for all j € {1,..., N} the following
holds:

1 RN 1 G 1 (S A

15



So for all j € {1,..., N} we have:

1 (&
1yy< T; (Zpt,ilt,z) = Zlm

J/N
o (32)

Note that v, = § >, peayibe (@) = >, Peilei — . 5Pt = Pe -l — 5. For the s¢;
of the NH-Boost.DT algorithm we find

St =51—1, + syihe(@) — Ve =si—1 + i —pe - bt (33)

foralli € {1,...,N} and ¢t € {1,...,T}. So the weights in NH-Boost.DT are
updated according to the General Hedge Algorithm described in Algorithm 3
of Luo and Schapire [6], where the loss is set to be I, ; = 1{h;(x;) = y;} and

¢r(s) = exp ([ oI ) with [s]- = min{0, s}.

In Corollary 2 of Luo and Schapire [6], it is found that the regret now is bounded
above as follows.

RS < \/3Tln (216(64/3 C)WT+1)+ 1) (34)

Plugging % in for €, we find

4 1
N <L T1 — (A3 —1)(InT + 1 1
RX _\/3 n(2j/N(e YInT +1) + )

< \/3T1n <32];[(1HT+ 1)+ 1)
< \/BTln (]j\,[(lnTg i g>> (35)

Now Eq. (32) gives us that

T R_]/N
1
PR Z
T 31n (ﬂ,(lnT% +§))
b 2
< = 36
<7 2ht . (36)
3ln( X lnT%+§ =
Suppose j is such that v > M Then it follows that % Zthl ly; =

T S (&) = 55} > 3. Since the final hypothesis hy(z) is a majority vote,
this means the final hypothesis will be correct for example (&;,7;). Since we
know for ¢ > j that ZZ;I ly; > ZtT:l l¢ ;, the final hypothesis will be correct for
all ¢ > j. So the training error will be at most %, since the final hypothesis
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can only be wrong for the first j — 1 examples. So we want to find the smallest
7 such that

3
31n (g(lnTz + %))

v > T (37)
Now the following must hold:
j>Ne 3T (InT# + 3) (38)
Note that the theorem is vacuous if we have
17 £ I(InT? +5) >0 (39)

so without loss of generality we can assume that the smallest j for which Eq.
(37) holds is smaller than N, so there exists such a j. Since we took the smallest
j for which (37) holds, the training error has the following upper bound:
<1 L79% + In(InT% + 3 40
€ T<9Xp(_§ 7” + In(In +3)) (40)

O

5 Plugging Squint into a boosting algorithm

As stated before, Squint is an online allocation algorithm that is proven to have a
better regret bound than Hedge and NormalHedge.DT. Since it is not mentioned
in Freund and Schapire [3] how online allocation algorithms can be plugged into
a boosting algorithm, we first have to determine how this can be done for Squint.

5.1 SquintBoost

Comparing the NH-Boost.DT algorithm with NormalHedge.DT, we can see how
the online allocation algorithm is plugged into the boosting algorithm. By setting
the weights in this algorithm according to Squint instead of NormalHedge.DT,
we create a new boosting algorithm SquintBoost. The new algorithm is given in
Fig. 4. Note that for SquintBoost we need a prior distribution D. For Theorem
5.2, we choose the uniform distribution as prior distribution.

5.2 Upper bound of the training error of SquintBoost
The regret bound of Squint is given in Theorem 4 of Koolen and van Erven [5].

To make the notation more consistent, we define for Squint w; = p;,; where ¢
denotes the iteration and ¢ the expert.
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Algorithm 4 Squint-Boost
Require:
sequence of N labeled examples ((x1,y1),..., (N, yNn)), yi € {—1,1}
weak learning algorithm WeakLearn
integer T specifying number of iterations
prior D over the N examples
1: procedure Boosting
2: fort=1,2,...,7T do

1 _
3: Set pr,i o< D(i) [;? exp (77 Yo (% PO ps,jyjhs(wj)) —ps.iyihs (i) —
2
2yl ((% Zj.vzlpsyjyjhs(mj)) —psyiyihs(a:i)) )dn for all 4.
4: Call WeakLearn, providing it with the distribution p; and receive

a hypothesis hy : X — {—1,1} with edge v, = %Zl priyihe(x;).
5: end for
6: return final hypothesis

T
hy(e) : RY — {=1,1}, hy(x) = sign (Z ht(w)>

7: end procedure

Theorem 5.1. With respect to any subset of experts IC, i = |K|, the regret of
Squint with improper prior, which chooses weights

PT4+1,i X D(z)/ e"RT_"QVTdn
0

is bounded by

1

14 n(T +1) 1+ 2In(T + 1)
K:< c 2
Ry <4 /2Vp 1+\/21n<(IC) ) +51n<1+D(IC)

Let (2, ¥:)i=1,...n be the set of training examples where x; € R? is an example
and y; € {—1,1} its label. Now we can prove the following theorem for Squint-
Boost, which is the main result of this thesis.

Theorem 5.2. Let Y = {—1,1} be the set of labels. After T rounds, the training
error of Squint-Boost with the uniform distribution as prior distribution is at
most

exp 1 TV_51H(2N(1+1H(T+1)))—1 +In(1+2In(T+1)) |,

2 \/2VE

which, is up to logarithmic factors of order O (eXp (—% T;gz ))
T
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It is stated in Koolen and van Erven [5] that often the variance is small, so
VT’C < T. For large T the upper bound for the training error is of the order

17242 1
exp <4 VQ; ) < exp <4T72> (41)

~ be the set examples, ordered such that

T

T T
D (1) <Y dphi(®2) < <> Gnhi(En) (42)

Set ly; = L{hi(x;) = yi} = %yiht(:ci)—i—% and denote by Zt,i the loss on the sorted
examples: I; j = 1{h:(&;) = §;}. Recall from the proof for NH-Boost.DT that if
i, € {1,...,N} such that j <4, and thus Zthl gihi(&;) < Zthl Gihe(&;), we
have that

T T
Sl < ki (43)
=1 =1

In the same way as in the proof for NH-Boost.DT, it can be found that
TR
3+7< T Z (Zpt,ilt,z)
t=1 \i=1

For all j € {1,...,N} we choose K to be the set of experts with loss smaller
or equal to the loss of the j-th ordered example. So I;; < I, ; for all i € K. It
follows that Ep g x)(l¢,x) < lt,;. This leads to the following result.

1 RY 1 [ .
T2 it =g th,j + Epk ) By
t=1

N
<lt,j + (Zpt,ilt,z) - ED(kIC)Ut,k))
t=1 i=1
1 - al -
2 T Z <lt,j + (Zpt,ilt,z) - lt,j)
i=1
A
=7 Z <Zpt,ilt,i> (44)

i=1
Now for all j € {1,..., N} with K chosen as before, we have that
1 (o 1 RK
1 7 T

As stated in Theorem 5.1, the regret of Squint, which is used in Squint-Boost, is
bounded from above as follows.

1
LT +1 14+2In(T +1
R < \/2VF 1+\/21n<2 n( )> +51n<1—|—+ (T + ))

D(K) D(K)
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Plugging in the fact that [K| = j and thus D(K) = £ for D the uniform distri-
bution, this implies

;+ln(T+1)> 1+21n(T—|—1)>
7
N

+51n<1+ .

K K
RE < \J2vE (14 21n< 7

<4/ 2VE <1+ \/2ln (JJV (; —l—ln(T—i—l)))) +5In(2N(1 +1n(T + 1)))

Define a := 5In(2N(1+In(7T +1))) to make the equation more transparent.
Now Eq. (45) gives us that

K
-
T

IN
el

(7~
el
j—

=

+9

N[ =
~
Il
—_
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el
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™
=
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Suppose j is such that

y > QTVTK <1+\/21m<]jV (;—Hn(T—&-l))))—i-; (47)

Then we find that + Z;‘ll lij = + Zle 1{h¢(Z;) = §;} > %. Exactly as in the
proof of NH-Boost.DT it follows that the training error will be at most % So
we want to find the smallest j for which Eq. (47) holds.

Solving for j, this means that the following must hold:
2

e ) |asem@+1) (48)

Note that the theorem is vacuous if we have

1
j > Nexp —5

2

LT =e ) b 4omT+1) >0 (49)

2\ \J2vE
so without loss of generality we can assume that the smallest j for which Eq.

(47) holds is smaller than N, so there exists such a j. Since we took the smallest
j for which (47) holds, the training error has the following upper bound:

2

L [Ty =5m@NA+In(T+1)) +1In(1+2In(T + 1))

&< exXp —5
\/2VE
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5.3 Comparing upper bounds

Now we have found the upper bounds for the different algorithms. For large T’
the upper bounds are in the order of the values in the table below.

Algorithm Upper bound

AdaBoost exp (—2 23:1 ’Ytz)

NH-Boost.DT | exp (—47T+?)

SquintBoost exp (—i T‘Z,f)

As is mentioned before, the first two upper bounds are comparable, but since
NH-Boost.DT is faster per iteration, NH-Boost.DT can run more iterations in the
same amount of time. So the training error decreases faster for NH-Boost.DT
than for AdaBoost, which is illustrated in the experiments in appendix G of
Luo and Schapire [6]. After the same number of rounds, the training error of
AdaBoost and NH-Boost.DT do not differ much, but NH-Boost.DT needs less
time, so could have produced a smaller training error in the same amount of
time.

Now we have found an upper bound for SquintBoost, which is significantly lower
than the upper bounds of AdaBoost and NormalHedge if Vfc < T. In Vente [7]
it is tested with experiments whether this also means the training error will be
lower in practice too. Surprisingly, these experiments show that the theoretical
lower upper bound for the training error of SquintBoost does not result in an
algorithm with lower generalized error than NH-Boost.DT. The results show
that after the same number of iterations, the generalized error of NH-Boost.DT
is smaller than that of SquintBoost.

6 Summary and future work

We have constructed a new boosting algorithm, SquintBoost, using the online
allocation algorithm Squint. For this algorithm we have proved that if V7’~C is
significantly smaller than T', the upper bound of the training error is lower than
the known upper bounds of the training errors of the existing boosting algo-
rithms AdaBoost and NH-Boost.DT. However, in Vente [7] it is shown that this
lower upper bound does not result in a lower generalized error in practice. NH-
Boost.DT outperforms SquintBoost in these experiments.

An issue for future work is to find out why SquintBoost does not benefit of this
lower upper bound for the training error in practice. If the cause of this is found,
it could perhaps indicate how the algorithm can be improved. By taking a closer
look at the values of VX, it could be determined whether the variance indeed
gets much smaller than T in practice, as is assumed in Koolen and van Erven [5].
If this is not the case, the upper bound is not better than the upper bounds of
the other algorithms and this could explain why the performance of SquintBoost
is not better than that of NH-Boost.DT.
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